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Abstract

Molecular dynamics simulations have become an essential tool in the study of soft

matter and biological macromolecules. The large amount of high-dimensional data

produced by such simulations does not immediately elucidate the atomistic mechanisms

that underlie complex materials and molecular processes. Analysis of these simulations

is complicated: the dynamics intrinsic to soft matter simulations necessitates careful

application of specific (often complex) algorithms to extract meaningful molecular scale

understanding. There is an ongoing need for high-quality computational workflows to

facilitate this analysis in a reproducible manner with minimal user input. In this work,

we introduce a series of new computational tools for analyzing soft matter interfaces,

molecular interactions (including ring-ring stacking), and self-assembly. In addition,
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we include a number of auxiliary tools, including a useful function to unwrap molecular

structures that are greater than half the length of their corresponding simulation box.

These tools are contained in the PySoftK software package, making application of these

algorithms straightforward for the user. These new simulation analysis tools within

PySoftK will support high-quality, reproduce analysis of soft matter and biomolecular

simulations to bring about new predictive understanding in nano- and biotechnology.

Introduction

Soft matter spans materials science applications in cosmetics,1–3 pharmaceuticals4–7 and wa-

ter decontamination8 among many others. Advances in synthetic chemistry and formulation

science have lead to the development of complex, bespoke soft matter architectures while

ever-increasing computational power and simulation techniques have opened up the study of

a broad range of such systems in silico. An understanding of the interplay of molecular struc-

ture, conformational dynamics and intermolecular interactions of the constituent molecules

is required to build up generaliazble structure-property relationships to in turn support the

rational design of new functional soft matter materials with PySoftK.

Molecular dynamics (MD) simulations provide the framework to investigate the struc-

ture, dynamics and interactions at a level of detail that cannot be resolved experimentally.

MD simulations have been widely used in the study of soft matter self-assembly.9–16 MD

simulations generate a large amount of data from which it is typically challenging to extract

meaningful predictive understanding. This difficulty arises not only from the high dimen-

sionality of the output data, but also from the fast and complex dynamics that are intrinsic

to soft matter. Interpreting the molecular mechanisms present in MD simulations typically

requires bespoke computational tools to quantify such complex behavior. As a result, it is

often not possible to replicate experimental findings or to reproduce quantifiable results.17

The computational soft matter community has invested significant effort in simplifying

the creation of inputs for soft matter simulations, as exemplified by tools such as PySoftK,18
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Polymer Structure Predictor,19 Radonpy20 and MoSDeF.21 However, a comprehensive pack-

age for analyzing soft matter material properties has not yet been developed. To address

this issue, PySoftK (version 1.0) now includes a toolkit designed for analysis of soft matter

simulations, providing a unified computational framework in which modelling and analysis

can be streamlined under modern software development standards. This feature supports

both, data provenance and reproducibility of results. In line with the design commitment

of PySoftK to minimize user inputs and provide highly efficient code, PySoftK v1.0 enables

the analysis of large-scale soft matter systems.

In this work, new computational analysis tools will be introduced, providing illustrated

case studies. The tools are divided into two analysis groups: properties of self-assembled

structures and molecular-scale interaction analysis. The software can be employed to inves-

tigate different kinds of soft matter systems, since the implemented algorithms are entirely

chemically agnostic. With this new release, we aim to support the acceleration computer-

aided development of new materials with .

Results and Discussion

Tracking and Analyzing Nanoparticle Self-Assembly

The algorithms introduced in this section are useful for performing analysis of soft matter

aggregates, including their self-assembly. The algorithms are formulated to be resolution

and chemically agnostic.

Tracking Molecular Self-Assembly. The first tool presented is a method to track

soft matter self-assembly. The Spatial Clustering Protocol (SCP) algorithm provides a fast

way to label molecules based on the cluster or aggregate in which they reside during a

self-assembly process. We make use of simple graph theory to represent molecules as a

graph, where each molecule is a node and if the distance between specified atoms of any two
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given molecules is less than the defined cutoff, an edge is added between these two nodes in

the graph. In this representation, clusters are rapidly identifiable as connected subgraphs.

This makes this analysis suitably fast, such that the dynamical self-assembly process can be

quickly rationalized over an entire trajectory. The algorithms returns a pandas dataframe

which contains the molecule resids for each cluster and the cluster size at each time step.

More details about the application of graph theory to investigating self-assembly can be

found in the Electronic Supplementary Information (ESI).

The choice of which atom to use in the identification of molecular contacts is specific to

the molecule of interest and one can select as many atoms as necessary to accurately describe

the self-assembly of the molecules. The SCP algorithm calculates the distances between all

the selected atoms of the chosen molecules. If any of these distances is below the cutoff it will

then add them to the same subgraph. It is important to note that choosing a large number

of atoms will slow down this calculation. Figure 1 shows how different atom selection choices

affect the output of the SCP clustering for an ABA triblock copolymer. Figure 1 (a) shows

the system, two micelles formed by ABA triblock polymers (the A block is hydrophilic; the

B block is hydrophobic). Figure 1 (b) displays the desired clustering output. This result is

achieved by selecting the backbone C atom of the middle monomer of the hydrophobic block.

Since the hydrophobic block tightly interacts with those of other polymers in the micelle,

picking atoms within this domain is a reasonable selection. On the other hand, Figure 1

(c) shows the clustering performed for the same system but picking atoms at the end of the

hydrophilic blocks. The hydrophilic atoms at the end of the polymer chains are not suitable

choices for clustering and as such, the clusters obtained do not reflect the formation of two

micelles.

Apart from selecting atoms, users must also specify a cutoff distance for clustering. This

distance determines whether two molecules belong to the same cluster. The cutoff distance

might be obtained from the radial distribution function (RDF) of the selected atoms (either

the position of the RDF maximum or first minimum). The lack of a single clear choice for the
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(a) (b) (c)

Figure 1: Atom selection strongly influences the results of SCP clustering. (a)
Triblock hydrophilic terminated polymer system to cluster. (b) SCP algorithm applied on the
system in (a) picking the middle hydrophobic monomer C atoms for the clustering. Polymers
with the same color belong to the same cluster outputted by the algorithm. Clearly, the
clustering here is done correctly. (c)SCP algorithm applied on the system in (a) picking
the ending hydrophilic atoms. Polymers with the same color belong to the same cluster
outputted by the algorithm. It is evident that the clustering is done badly when these atoms
are used. The ending hydrophilic monomers do not play a key role in the intermolecular
interactions with other polymers during the self-assembly of the micelle, so they are not good
clustering candidates.

cutoff distance is caused by the complex structures of self-assembled structures compared to,

for examples, ions in solutions (i.e., the system is inherently not well-mixed). It is necessary

to consider a range of cutoff distances, in our experience typically investigating a range

of cutoffs between 8 Å and 13 Å is useful. Visual inspection of the resulting clusters

determines the most appropriate cutoff distance straightforwardly in most cases. As well as

soft matter, the SCP algorithm can be readily applied to biological systems, highlighting its

broad applicability. For example, Figure 2 shows the result of applying the SCP algorithm

to a coarse-grained protein simulation to measure the aggregation of the transmembrane

domains of a protein within a lipid bilayer.

Unwrapping Nanoparticles Across PBC. When soft matter self assembles, the

nanoparticle that is formed can often be found to span the more than half the length of the

simulation box in at least one dimension. In order to accurately analyse the nanoparticle and

its environment, it is necessary to accurately represent the location of all of the molecules

that make up the nanoparticle while accounting for periodic boundary conditions. Various

tools have been implemented elsewhere, which can accurately reconstruct the position of

molecules across the periodic boundary conditions (PBC) but fail to do so when structures
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Figure 2: SCP applied to a CG protein simulation to measure peptide aggregation.
Since the input needed to run this tool is not exclusive to polymers, it can be applied to
any other type of system to measure molecular clustering. In this case, this is the result of
the SCP being applied on CG transmembrane peptides inserted into a membrane. This is a
top-view of the peptides-membrane system. Proteins colored in the same way belong to the
same cluster. Blue cluster contains two peptides, the pink cluster has 6 peptides and the
orange cluster has 8 peptides. The lipids membrane is colored in silver. Representation is
not to scale.

(or indeed molecules) span more than half of the simulation box size in a given dimension.

The make_micelle_whole tool in PySoftK is able to successfully position the molecules

within a self-assembled aggregate if it spans one or more dimensions of the simulation box

and if the aggregate is larger than a half of the length of the simulation box in one or

more dimensions. Figure 3 (a) shows a polymer micelle that has spanned the simulation

box in at least two dimensions.Figure 3 (b) shows the effectiveness of the PySoftK tool

make_micelle_whole, which is able to successfully reconstruct the micelle in Figure 3 (a) On

the other hand, Figures 3 (c) and (d) demonstrate that MDAnalysis v2.5 and GROMACS

2023, respectively, are not able to reconstruct an accurate structure of the micelle using

the same input as files as PySoftK’s implementation of make_micelle_whole. Our algorithm
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(a) (b) (c) (d)

Figure 3: Effect of make_micelle_whole on structure that is greater than half the box
length. Trying to make the micelle in (a) which is broken across the PBC and that is greater
than half the box length in one dimension using (b) make_micelle_whole (c) MDAnalysis
transformation (d) GROMACS 2023 gmx trjconv -pbc mol command. It is clear that only
the PySoftK analysis tool make_micelle_whole is able to properly make the micelle whole
across the PBC even if one of its dimensions is greater than half the box length.

offers a more reliable and robust reconstruction of structures disrupted by periodic boundary

conditions, while streamlining the user’s workflow and minimizing the required input.

Failing to accurately reproduce structures across the PBC can lead to inconsistencies in

the analysis and interpretation of soft matter systems.22 In contrast, the PySoftK make_micelle_whole

tool is able to accurately represent the coordinates of molecular structures which span the

PBC, even if their size is greater than half the box size. More details about this algorithm

are described in the ESI. Therefore, make_micelle_whole provides an accurate representation

of the system, which ensures that any physical properties of the self-assembled structure and

its environment is calculated correctly. For example, certain functions of MDAnalysis, such

as radius_of_gyration() or moment_of_inertia(), may produce erroneous results when applied

to molecules and aggregates that span at least a single dimension, leading to artefacts in

the simulation analysis. For instance, Figure 4 shows the difference between using solely

the MDanalysis radius_of_gyration(pbc=True) function (Figure 4 (b)) and the MDanalysis

radius_of_gyration() function applied on the whole structure created by make_micelle_whole

(Figure 4 (c)) of the micelle depicted in Figure 4 (a). From Figure 4 (b), it is clear that MD-

Analysis with the pbc=True parameter is not able to take the periodic boundary conditions

into account correctly for the micelle, which leads to erroneous radius of gyration values.
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(a) (b) (c) (d)

Figure 4: Effect of make_micelle_whole on the calculation of the radius of gyration.
Result from running native MDAnalysis radius_of_gyration() on the system when broken
across the PBC as depicted in (a) with (b) pbc=True MDAnalysis option and (c) on the whole
coordinates obtained with make_micelle_whole. It is clear that the radius_of_gyration(pbc=

True) implementation cannot take PBC effects properly into account during the radius of
gyration calculation. (d) Snapshot of the micelle made whole with the diameter indicated.
Representation is not to scale.

However, Figure 4 (c) shows that when this same function radius_of_gyration() is applied

on the whole coordinates obtained with make_micelle_whole the radius of gyration is properly

calculated.

Auxiliary Functions. We have included a number of smaller functions to perform

simple analysis tasks in a unified way. These are briefly described below.

Radius of Gyration. This function allows the user to easily calculate the radius of gyration

of a structure that is not always formed by the same molecules throughout the simulation.

It utilises the MDAnalysis function radius_of_gyration(pbc=True), but allows users to specify

the atom positions and their corresponding resids on which to perform this calculation at

each time step. Figure 4 shows the comparison between using the MDAnalysis radius of

gyration function alone compared to the PySoftK rgyr, which captures the right radius of

gyration of the micelle when computed on the whole coordinates from make_micelle_whole.

Eccentricity. Eccentricity, a metric quantifying a structure’s deviation from a perfect

sphere, serves as a useful tool for assessing the shape of spherical-like soft matter aggre-

gates. The ecc tool calculates the eccentricity for any molecular structure by leveraging the

MDAnalysis function moment_of_inertia() and employing the following formula:
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(a) (b) (c)

Figure 5: Eccentricity calculation of polymer micelle. Calculation of the eccentricity
of a micelle solving Equation 1 over time with (a) only MDAnalysis moment_of_inertia() and
(b) PySoftK ecc function. It is clear that ecc can easily use the correct polymers belonging
to the cluster at each time step and the correct atom positions across the PBC to compute
the eccentricity values, while the MDAnalysis function on its own, even with pbc=True is not
able to compute them properly. (c) Snapshot of the micelle on which the eccentricity is
being calculated, clearly it is slightly spherical, so the values from (b) are the correct ones.
The micelle representation is not to scale.

ϵ = 1 − Imin

Imean

(1)

where ϵ is the eccentricity value, Imin is the minimum moment of inertia across all axis of

the molecule(s), and Imean is the mean moment of inertia over all axis of the molecule(s). A

perfect sphere corresponds to ϵ = 0, while increasing values indicate more oblong structures.

Similar to the rgyr calculation, the ecc tool can account for varying number of molecules

within the structure and by using the coordinates of the micelle having been corrected by

make_micelle_whole as input, it ensures accurate calculations without artefacts from PBC.

Figure 5 illustrates how ecc accurately computes the eccentricity of a micelle over time

compared to the MDAnalysis strategy, since it uses the correct coordinate reconstruction

across the PBC.

Spherical Density. Understanding the internal distribution of components within

self-assembled aggregates is essential for characterizing their structure. For soft-matter ag-

gregates that are approximately spherical, the density of their various components and its

environments can be calculated with reference to the aggregate’s center of mass (‘spherical
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density’). There are numerous MD studies that measure the density of components of poly-

mer micelles using this approach,12,23,24 but there are limited open-sourced codes that can be

used to carry out such analysis. The PySoftK spherical\_density tool allows users to easily

calculate the spherical density over time, even for structures with varying molecule numbers

throughout the simulation. It computes the average density (over time) with respect to the

distance from the center of mass of the molecular structure. This is achieved by dividing up

the simulation space into spherical bins with reference to the origin at the center of mass of

the aggregate. For each of these bins, the number of particles in them is counted and divided

by the volume of the bin. This calculation is described in Equation 2.

ρspherical bin =
nbeads

4
3
π(R3

out −Rin
3)

(2)

Where ρspherical bin is the spherical density of a particular bin, nbeads is the number of beads

in the same bin, Rout is the outer bin radius (the upper bound of the bin) and Rin is the

inner bin radius (the lower bound of the bin). Therefore, the output of the spherical_density

tool is a Numpy array with the average spherical density values across time for each bin.

Furthermore, it is worth noting that this algorithm can handle the calculation of spherical

density of an aggregates with varying number of molecules for each time step.

Additionally, the spherical_density_water class provides a customized version of this al-

gorithm to investigate only the water density. It is a separate function because to properly

calculate the distances of water with respect to the center of mass of the soft-matter ag-

gregate, the water coordinates need to be wrapped around the coordinates of the aggregate

while correctly making it whole through the periodic boundary conditions. Since this process

is computationally more expensive, a different class was developed which works in exactly

the same way as the spherical_density function, but the atom names of the solvent need to

be inputted by the user. For water density calculations, only the oxygen atoms need to be

selected.
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Intrinsic Density. If an aggregate does not have a smooth interface or surface, then

spherical density approaches are not suitable for accurately determining the density of the

molecular constituents of the aggregates and those surrounding it. For these cases, intrinsic

interface techniques have been previously employed to analyse the distribution of components

within such irregular structures.25 A computational method that has been used to study the

intrinsic density of polymer micelles with a distinct core-shell structure, is the intrinsic core-

shell interface method (ICSI).12,26 This approach divides the constituent molecules within a

molecular aggregate into the core and shell region with an intermediate region in between

these. The masses of the core and shell are determined, and the volumes of the core, shell,

and interface are calculated. The total density of the aggregate is then computed by dividing

the total mass by the sum of the volumes of the core, shell, and interface, which accounts for

the varying properties of the core and shell. PySoftK’s intrinsic_density class harnesses the

ICSI method to perform intrinsic density calculations. PySoftK’s implementation enables

seamless processing of the entire reconstructed coordinate set provided by make_micelle_whole

. Also, it can handle varying numbers of molecules constituting the structure of interest at

each time step. The usage of this function closely resembles that of the spherical density

function. Additionally, there is a intrinsic_density_water class for the computation of the

intrinsic density of water.

The intrinsic_density class outputs a NumPy array with the average densities (over time)

with respect to the distance to the core-shell interface, where a distance of 0 represents the

location of this interface. It also outputs another NumPy array with the values of the bins

used in the density calculation. Figure 6 shows density calculations of the same system

using the spherical density tool and intrinsic density tool respectively. It can be seen that

PySoftK spherical density tools output the density as a function of the distance from the

center of mass of the aggregate(Figure 6 (a)), while the intrinsic density outputs the density

as a function of the distance from the core-shell interface (Figure 6 (b)). Therefore, negative

distance values in the intrinsic density represent atoms within the core. Given the spherical
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(a) (b)

Figure 6: Density calculation comparison. Density calculation of a spherical micelle
formed by PEO-PMA polymers using: (a) spherical_density (b) intrinsic_density. The
results are very similar, since the micelle is spherical and has a clear core-shell interface.
Therefore, in this case both methods can be used to determine the distribution of components
within the micelle.

shape of the micelle, both density methods yield similar results.

Molecular-scale interaction analysis

This section describes the tools that we have developed to analyze different intermolecular

interactions that play important roles in the self-assembly of soft matter. This includes

calculations of the contacts between molecules, ring stacking interactions, and solvent inter-

actions.

Contact map calculations. Quantifying intermolecular interactions is vital to under-

stand the mechanisms that drive molecular-scale phenomena. By determining which parts of

two different types of molecules are in contact with each other, one can then perform a more

detailed analysis of the specific types of interactions (e.g. hydrogen bonding, ionic interac-

tions, ring-ring stacking) present in the system. The contacts tool calculates the contacts

between molecules by measuring the distance between selected atoms. If the intermolecular

distance between two selected atoms is less than a user-defined cutoff, it is considered a con-

tact. The values of the distance cutoff used to characterise the interactions of different types

of molecules will vary, and can be determined from radial distribution functions between
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(a) (b)

Figure 7: Normalized contacts output. (a) Snapshot of two cyclic polymer within a
micelle that are in contact. The inter-molecular distance of atoms in the black rectangular
box is 7 Å. These inter-molecular interactions would be picked up by the contacts algorithm
as contacts. (b) Output of the calculation of the intermolecular contacts of PEO-PMA
polymers forming a micelle. The output matrix is represented as a heatmap. From here it
is clear that the rows and columns represent the contact groups of the calculation.

the specific atoms of the two molecules used in the calculation or through an analysis of the

minimum distance between these atoms on two molecules that are known to have aggregated

during the simulation. Values of the distance cutoff have been found to be between 4 Å and

7 Å as shown elsewhere.16,27,28 A visual representation of intermolecular contacts between

two poly(ethylene oxide) (PEO) - poly(methyl acrylate) (PMA) polymers within a micelle

is shown in Figure 7 (a). The contacts class can utilize the output of the make_micelle_whole

tool as an input. This ensures that the distances between atoms within the molecules are

calculated correctly when accounting for the periodic boundary effects within the system.

Figure 7 (b) shows a heatmap representation of the normalized matrix generated by contacts,

which shows the intermolecular EO-MA interactions of PEO-PMA polymers.

Ring Stacking Analysis . Ring stacking interactions are the driving force behind

many collective phenomena ranging from DNA base pairing,29 protein-drug binding,30 and

through-space charge transfer in conjugated polymers.31 A class to identify ring-ring inter-

actions has been developed for PySoftK v1.0. Note that the software ProLIF32 can also

calculate ring stacking interactions, but it is specific to protein-ligand systems, while the

tool implemented in PySoftK v1.0. can be applied to any soft matter system. PySoftK’s
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rin-ring interaction algorithm consists of three stages; firstly, all atoms belonging to aromatic

(conjugated) rings within the chosen molecules (or parts of molecules) are detected. Sec-

ondly, pairs of molecules within the system are screened using a cutoff to define molecules

(or parts of molecules) in close contact. Finally, those molecules (or parts of molecules)

which are found to be in contact are selected to have the necessary geometrical properties

between their aromatic units calculated. The algorithm is explained in detail in the SI. The

RSA class allows users to identify ring stacking patterns within a simulation and calculate

the network formed by the stacking interactions and their evolution over time. This tool

implemented in PySoftK 1.0 enables the user to perform this analysis based on minimal

input parameters. These input parameters are: the maximum distance cutoff between two

rings for which the ring stacking is calculated, the angle cutoff used to determine the range

for which two rings are considered to be stacked, the frames on which to run the analysis and

the output file name. Default values adopted are a distance cutoff of 10 Å and an angular

cutoff of 20◦. This algorithm has been tested on amorphous F8BT (see Figure 8 (a)) and

the protein-potein interaction complex formed between TREM2 and DAP12 (see Figure 8

(b)).

Solvation Analysis. Solvation analysis plays a crucial role in understanding the

structure and dynamics of amphiphilic soft matter. This analysis allows us to quantify the

solvation cells around molecules, and to predict hydrophobic interactions.16,33 Currently,

there is no readily available open-source software that simplifies solvation calculations in

this context, and that can be used in any soft-matter system. MDAnalysis has the class

MDAnalysis.analysis.waterdynamics, but it focuses on the dynamics of water and the interac-

tions of water with other molecules via hydrogen bonds. PySoftK’s solvation class provides

a straightforward method for quantifying solvation by determining the number of solvent

molecules within the first solvation shell of the specified molecules. In doing so, PySoftK will

identify the solvent molecules that are hydrogen-bonded to a particular part of a molecule,

as well as any that might be attracted via other types of interactions (e.g. electrostatic,
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(a) (b)

Figure 8: Example of ring-ring stacking calculation using the RSA class on (a) a
polymer melt and (b) on the TREM12 and DAP12 protein. In (a) the RSA is able to
obtain ring stacking in complicated and large system. The purple arrow points to a subset
of polymers interacting in the amorphous phase via ring stacking. This cluster has been
identified with the RSA tool. (b) RSA applied to determine ring stacking events that drive
protein-protein interactions. TREM12 is shown in pink and DAP12 in green. An observed
ring stacking interaction are denoted by the bold representation. Phosphate groups of the
membrane are colored in dark green. Representations are not to scale.

(a) (b)

Figure 9: Solvation calculation of polymer micelle. Average solvation of a diblock
BCP micelle. (a) Average over time of water coordination numbers for all monomers of
hydrophobic block. (b) Snapshot of the diblock polymer being studied. PMA in pink and
PEO in blue. Polymer representation is not to scale.

hydrophobic), and thus is a more general way of identifying the solvation of different parts

of molecules. Figure 9 shows the average solvation number calculated for all hydrophobic

MA monomers of a PEO-PMA polymeric micelle.

The solvation class operates similarly to the contacts class, where distances between

selected atoms of the molecules and specific solvent atoms are computed. If the distance is
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shorter than a user-defined cutoff, the selected atom in a molecule of interest is considered

to be solvated. The inputted cut-off distance can be used to represent a given solvation

shell of the molecule (e.g. first or second solvation shell) depending on what is of interest

to the user. When using water as the solvent, it is recommended to select just the oxygen

water atoms to speed up calculations. Consistent with the other tools in PySoftK v2.0, the

solvation code seamlessly handles the varying number of molecules and the correct atomic

coordinates at each time step.

Conclusion

Pysoftk v1.0 adds a complete standalone module for the analysis of soft matter systems. The

new module described in this paper provides a set of interconneced tools that are useful for

determining the physical properties of soft matter self-assembled aggregates as well as the

molecular-scale interactions that underlie such emergent behavior. One of the key features

of PySoftK v1.0 is that it properly accounts for periodic boundary conditions when deter-

mining the positions of atoms within the molecules that make up a soft matter aggregate,

particularly if the aggregate is larger than half the size of the simulation box in one or mul-

tiple dimensions. Other software tools are not designed to account for molecular assemblies

of such size. A thorough set of tests have been created to cover all code to ensure its correct

functionality. Furthermore, PySoftK v1.0 is designed to provide maximum flexibility to the

user, so most functions output the data per outputted configuration of the trajectory, so

that the user can decide how to represent or further process the data. Although the initial

version of PySoftK has a particular focus on polymers, the analysis module has been created

such that it is fully chemically agnostic. The goal of this module is to create an open-source

platform that allows users to analyse complex structures, dynamics and interactions in their

simulations with minimal user input. PySoftK v1.0 contributes to the standardisation of

molecular-scale simulation analysis, which will promote accurate comparisons across differ-
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ent simulations to support the rational in silico design of new soft materials.
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